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**1.Введение**

Цель практики: исследование технологий разработки промышленных систем на языке Java.

**2.Теоретическая часть**

Современная разработка на языке Java в корпоративных масштабах использует ряд прилегающих к языку Java и необходимых для полноценного процесса разработки технологий, фреймворков языков программирования необходимых для разработки клиентской части приложения,возаимодействия с БД и решения сторонних задач системы.

В компании КРОК существует устоявшийся стек технологий при разработке приложений корпоративного масштаба, в который входят также технологии созданные внутри компании, такие как фреймворки JXFW и WEBCLIENТ.

Современные приложения корпоративного масштаба в большинстве случаев предполагают моделирование бизнес-процессов и реализацию бизнес-логики, которые также требуют использования технологий позволяющих внедрение данных компонентов в структуру приложение и последующие контроль и мониторинг их исполнения. Одной из таких технологий является CAMUNDA BPMN.

**2.1. Spring Framework**

**Spring Framework** (или коротко **Spring**) — универсальный [фреймворк](https://ru.wikipedia.org/wiki/%D0%A4%D1%80%D0%B5%D0%B9%D0%BC%D0%B2%D0%BE%D1%80%D0%BA) [с открытым исходным кодом](https://ru.wikipedia.org/wiki/%D0%9E%D1%82%D0%BA%D1%80%D1%8B%D1%82%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%BD%D0%BE%D0%B5_%D0%BE%D0%B1%D0%B5%D1%81%D0%BF%D0%B5%D1%87%D0%B5%D0%BD%D0%B8%D0%B5) для [Java](https://ru.wikipedia.org/wiki/Java)-платформы. Также существует [форк](https://ru.wikipedia.org/wiki/%D0%A4%D0%BE%D1%80%D0%BA) для платформы [.NET Framework](https://ru.wikipedia.org/wiki/.NET_Framework), названный Spring.NET[[2]](https://ru.wikipedia.org/wiki/Spring_Framework#cite_note-2).

Первая версия была написана [Родом Джонсоном](https://ru.wikipedia.org/w/index.php?title=%D0%94%D0%B6%D0%BE%D0%BD%D1%81%D0%BE%D0%BD,_%D0%A0%D0%BE%D0%B4&action=edit&redlink=1), который впервые опубликовал её вместе с изданием своей книги «Expert One-on-One Java EE Design and Development»[[3]](https://ru.wikipedia.org/wiki/Spring_Framework#cite_note-3) ([Wrox Press](https://ru.wikipedia.org/wiki/Wrox_Press), [октябрь](https://ru.wikipedia.org/wiki/%D0%9E%D0%BA%D1%82%D1%8F%D0%B1%D1%80%D1%8C) [2002 года](https://ru.wikipedia.org/wiki/2002_%D0%B3%D0%BE%D0%B4)).

Фреймворк был впервые выпущен под лицензией [Apache 2.0 license](https://ru.wikipedia.org/wiki/Apache_License) в июне 2003 года. Первая стабильная версия 1.0 была выпущена в марте [2004](https://ru.wikipedia.org/wiki/2004). Spring 2.0 был выпущен в октябре 2006, Spring 2.5 — в ноябре 2007, Spring 3.0 в декабре 2009, и Spring 3.1 в декабре 2011. Текущая версия — 5.1.2.

Несмотря на то, что Spring не обеспечивал какую-либо конкретную модель программирования, он стал широко распространённым в Java-сообществе главным образом как альтернатива и замена модели [Enterprise JavaBeans](https://ru.wikipedia.org/wiki/EJB). Spring предоставляет бо́льшую свободу Java-разработчикам в проектировании; кроме того, он предоставляет хорошо документированные и лёгкие в использовании средства решения проблем, возникающих при создании приложений корпоративного масштаба.

Между тем, особенности ядра Spring применимы в любом Java-приложении, и существует множество расширений и усовершенствований для построения [веб-приложений](https://ru.wikipedia.org/wiki/%D0%92%D0%B5%D0%B1-%D0%BF%D1%80%D0%B8%D0%BB%D0%BE%D0%B6%D0%B5%D0%BD%D0%B8%D0%B5) на [Java Enterprise платформе](https://ru.wikipedia.org/wiki/J2EE). По этим причинам Spring приобрёл большую популярность и признаётся разработчиками как стратегически важный фреймворк.

**Spring** обеспечивает решения многих задач, с которыми сталкиваются Java-разработчики и организации, которые хотят создать информационную систему, основанную на платформе [Java](https://ru.wikipedia.org/wiki/Java). Из-за широкой функциональности трудно определить наиболее значимые структурные элементы, из которых он состоит. **Spring** не всецело связан с платформой [Java Enterprise](https://ru.wikipedia.org/wiki/J2EE), несмотря на его масштабную интеграцию с ней, что является важной причиной его популярности.

**Spring**, вероятно, наиболее известен как источник расширений (features), нужных для эффективной разработки сложных бизнес-приложений вне тяжеловесных программных моделей, которые исторически были доминирующими в промышленности. Ещё одно его достоинство в том, что он ввел ранее неиспользуемые функциональные возможности в сегодняшние господствующие методы разработки, даже вне платформы Java.

Этот фреймворк предлагает последовательную модель и делает её применимой к большинству типов приложений, которые уже созданы на основе платформы Java. Считается, что **Spring** реализует модель разработки, основанную на лучших стандартах индустрии, и делает её доступной во многих областях Java.

**Spring** может быть рассмотрен как коллекция меньших фреймворков или фреймворков во фреймворке. Большинство этих фреймворков может работать независимо друг от друга, однако они обеспечивают большую функциональность при совместном их использовании. Эти фреймворки делятся на структурные элементы типовых комплексных приложений:

* [**Inversion of Control**](https://ru.wikipedia.org/wiki/Inversion_of_Control)**-контейнер**: конфигурирование компонентов приложений и управление жизненным циклом Java-объектов.
* **Фреймворк**[**аспектно-ориентированного программирования**](https://ru.wikipedia.org/wiki/%D0%90%D1%81%D0%BF%D0%B5%D0%BA%D1%82%D0%BD%D0%BE-%D0%BE%D1%80%D0%B8%D0%B5%D0%BD%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%BD%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5): работает с функциональностью, которая не может быть реализована возможностями [объектно-ориентированного программирования](https://ru.wikipedia.org/wiki/%D0%9E%D0%B1%D1%8A%D0%B5%D0%BA%D1%82%D0%BD%D0%BE-%D0%BE%D1%80%D0%B8%D0%B5%D0%BD%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%BD%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5) на Java без потерь.
* **Фреймворк доступа к данным**: работает с [системами управления реляционными базами данных](https://ru.wikipedia.org/wiki/%D0%A1%D0%A3%D0%A0%D0%91%D0%94) на Java-платформе, используя [JDBC](https://ru.wikipedia.org/wiki/JDBC)- и [ORM](https://ru.wikipedia.org/wiki/ORM)-средства и обеспечивая решения задач, которые повторяются в большом числе Java-based environments.
* **Фреймворк управления**[**транзакциями**](https://ru.wikipedia.org/wiki/%D0%A2%D1%80%D0%B0%D0%BD%D0%B7%D0%B0%D0%BA%D1%86%D0%B8%D1%8F_(%D0%B8%D0%BD%D1%84%D0%BE%D1%80%D0%BC%D0%B0%D1%82%D0%B8%D0%BA%D0%B0)): координация различных [API](https://ru.wikipedia.org/wiki/API) управления транзакциями и инструментарий настраиваемого управления транзакциями для объектов Java.
* **Фреймворк**[**MVC**](https://ru.wikipedia.org/wiki/Model-view-controller): каркас, основанный на [HTTP](https://ru.wikipedia.org/wiki/HTTP) и [сервлетах](https://ru.wikipedia.org/wiki/%D0%A1%D0%B5%D1%80%D0%B2%D0%BB%D0%B5%D1%82), предоставляющий множество возможностей для расширения и настройки (*customization*).
* **Фреймворк удалённого доступа**: конфигурируемая передача Java-объектов через сеть в стиле [RPC](https://ru.wikipedia.org/wiki/Remote_procedure_call), поддерживающая [RMI](https://ru.wikipedia.org/wiki/RMI), [CORBA](https://ru.wikipedia.org/wiki/CORBA), [HTTP](https://ru.wikipedia.org/wiki/HTTP)-based протоколы, включая [web-сервисы](https://ru.wikipedia.org/wiki/%D0%92%D0%B5%D0%B1-%D1%81%D0%BB%D1%83%D0%B6%D0%B1%D0%B0) ([SOAP](https://ru.wikipedia.org/wiki/SOAP)).
* **Фреймворк**[**аутентификации**](https://ru.wikipedia.org/wiki/%D0%90%D1%83%D1%82%D0%B5%D0%BD%D1%82%D0%B8%D1%84%D0%B8%D0%BA%D0%B0%D1%86%D0%B8%D1%8F)**и**[**авторизации**](https://ru.wikipedia.org/wiki/%D0%90%D0%B2%D1%82%D0%BE%D1%80%D0%B8%D0%B7%D0%B0%D1%86%D0%B8%D1%8F): конфигурируемый инструментарий процессов аутентификации и авторизации, поддерживающий много популярных и ставших индустриальными стандартами протоколов, инструментов, практик через дочерний проект [Spring Security](https://ru.wikipedia.org/wiki/Spring_Security) (ранее известный как [Acegi](https://ru.wikipedia.org/wiki/Acegi)).
* **Фреймворк удалённого управления**: конфигурируемое представление и управление Java-объектами для локальной или удалённой конфигурации с помощью [JMX](https://ru.wikipedia.org/wiki/JMX).
* **Фреймворк работы с сообщениями**: конфигурируемая регистрация объектов-слушателей сообщений для прозрачной обработки сообщений из [очереди сообщений](https://ru.wikipedia.org/wiki/%D0%9E%D1%87%D0%B5%D1%80%D0%B5%D0%B4%D1%8C_%D1%81%D0%BE%D0%BE%D0%B1%D1%89%D0%B5%D0%BD%D0%B8%D0%B9) с помощью [JMS](https://ru.wikipedia.org/wiki/Java_Message_Service), улучшенная отправка сообщений по стандарту JMS API.
* [**Тестирование**](https://ru.wikipedia.org/wiki/%D0%A2%D0%B5%D1%81%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%BD%D0%BE%D0%B3%D0%BE_%D0%BE%D0%B1%D0%B5%D1%81%D0%BF%D0%B5%D1%87%D0%B5%D0%BD%D0%B8%D1%8F): каркас, поддерживающий классы для написания модульных и интеграционных тестов.

**2.2. Hybernate**

**Hibernate** — самая популярная реализация спецификации [JPA](https://ru.wikipedia.org/wiki/Java_Persistence_API), предназначенная для решения задач объектно-реляционного отображения ([ORM](https://ru.wikipedia.org/wiki/ORM)). Распространяется [свободно](https://ru.wikipedia.org/wiki/%D0%A1%D0%B2%D0%BE%D0%B1%D0%BE%D0%B4%D0%BD%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%BD%D0%BE%D0%B5_%D0%BE%D0%B1%D0%B5%D1%81%D0%BF%D0%B5%D1%87%D0%B5%D0%BD%D0%B8%D0%B5) на условиях [GNU Lesser General Public License](https://ru.wikipedia.org/wiki/GNU_Lesser_General_Public_License).

Целью Hibernate является освобождение разработчика от значительного объёма сравнительно низкоуровневого программирования при работе в объектно-ориентированных средствах в реляционной базе данных. Разработчик может использовать Hibernate как в процессе проектирования системы классов и таблиц «с нуля», так и для работы с уже существующей [базой данных](https://ru.wikipedia.org/wiki/%D0%91%D0%B0%D0%B7%D0%B0_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D1%85).

Библиотека не только решает задачу связи классов Java с таблицами базы данных (и типов данных Java с типами данных [SQL](https://ru.wikipedia.org/wiki/SQL)), но и также предоставляет средства для автоматической генерации и обновления набора таблиц, построения запросов и обработки полученных данных и может значительно уменьшить время разработки, которое обычно тратится на ручное написание [SQL](https://ru.wikipedia.org/wiki/SQL)- и [JDBC](https://ru.wikipedia.org/wiki/JDBC)-кода. Hibernate автоматизирует генерацию SQL-запросов и освобождает разработчика от ручной обработки результирующего набора данных и преобразования объектов, максимально облегчая перенос (портирование) приложения на любые базы данных SQL.

Hibernate обеспечивает прозрачную поддержку сохранности данных (*persistence*) для «[POJO](https://ru.wikipedia.org/wiki/Plain_Old_Java_Object)» (то есть для стандартных Java-объектов); единственное строгое требование для сохраняемого класса — наличие [конструктора по умолчанию](https://ru.wikipedia.org/wiki/%D0%9A%D0%BE%D0%BD%D1%81%D1%82%D1%80%D1%83%D0%BA%D1%82%D0%BE%D1%80_%D0%BF%D0%BE_%D1%83%D0%BC%D0%BE%D0%BB%D1%87%D0%B0%D0%BD%D0%B8%D1%8E) (без параметров). Для корректного поведения в некоторых приложениях требуется также уделить внимание методам equals() и hashCode().

Mapping (сопоставление, проецирование) Java-классов с таблицами базы данных осуществляется с помощью конфигурационных [XML](https://ru.wikipedia.org/wiki/XML)-файлов или [Java-аннотаций](https://ru.wikipedia.org/wiki/%D0%90%D0%BD%D0%BD%D0%BE%D1%82%D0%B0%D1%86%D0%B8%D1%8F_(Java)). При использовании файла XML Hibernate может генерировать скелет [исходного кода](https://ru.wikipedia.org/wiki/%D0%98%D1%81%D1%85%D0%BE%D0%B4%D0%BD%D1%8B%D0%B9_%D0%BA%D0%BE%D0%B4) для классов длительного хранения. В этом нет необходимости, если используется аннотация. Hibernate может использовать файл XML или аннотации для поддержки [схемы базы данных](https://ru.wikipedia.org/wiki/%D0%A1%D1%85%D0%B5%D0%BC%D0%B0_%D0%B1%D0%B0%D0%B7%D1%8B_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D1%85).

Обеспечиваются возможности по организации отношения между классами «[один-ко-многим](https://ru.wikipedia.org/w/index.php?title=%D0%9E%D0%B4%D0%B8%D0%BD-%D0%BA%D0%BE-%D0%BC%D0%BD%D0%BE%D0%B3%D0%B8%D0%BC&action=edit&redlink=1)» и «[многие-ко-многим](https://ru.wikipedia.org/w/index.php?title=%D0%9C%D0%BD%D0%BE%D0%B3%D0%B8%D0%B5-%D0%BA%D0%BE-%D0%BC%D0%BD%D0%BE%D0%B3%D0%B8%D0%BC&action=edit&redlink=1)». В дополнение к управлению связями между объектами Hibernate также может управлять [рефлексивными отношениями](https://ru.wikipedia.org/wiki/%D0%A0%D0%B5%D1%84%D0%BB%D0%B5%D0%BA%D1%81%D0%B8%D0%B2%D0%BD%D0%BE%D0%B5_%D0%BE%D1%82%D0%BD%D0%BE%D1%88%D0%B5%D0%BD%D0%B8%D0%B5), где объект имеет связь «один-ко-многим» с другими экземплярами своего собственного [типа данных](https://ru.wikipedia.org/wiki/%D0%A2%D0%B8%D0%BF_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D1%85).

Hibernate поддерживает отображение пользовательских типов значений. Это делает возможными такие сценарии:

* Переопределение типа по умолчанию SQL, Hibernate выбирает при отображении столбца свойства.
* Проецирование [перечисляемого типа](https://ru.wikipedia.org/wiki/%D0%9F%D0%B5%D1%80%D0%B5%D1%87%D0%B8%D1%81%D0%BB%D1%8F%D0%B5%D0%BC%D1%8B%D0%B9_%D1%82%D0%B8%D0%BF) Java на поле БД, будто они являются обычными свойствами.
* Проецирование одного свойства в несколько колонок.

Коллекции объектов данных, как правило, хранятся в виде коллекций Java-объектов, таких, как набор (Set) и список (List). Поддерживаются [обобщенные классы](https://ru.wikipedia.org/wiki/%D0%9E%D0%B1%D0%BE%D0%B1%D1%89%D0%B5%D0%BD%D0%BD%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5) (Generics), введеные в Java 5. Hibernate может быть настроен на «ленивые» (отложенные) загрузки коллекций. Отложенные загрузки является вариантом по умолчанию, начиная с Hibernate 3.

Связанные объекты могут быть настроены на *каскадные* операции. Например, родительский класс Album (музыкальный альбом) может быть настроен на каскадное сохранение и/или удаление своего потомка Track. Это может сократить время разработки и обеспечить [целостность](https://ru.wikipedia.org/wiki/%D0%A1%D1%81%D1%8B%D0%BB%D0%BE%D1%87%D0%BD%D0%B0%D1%8F_%D1%86%D0%B5%D0%BB%D0%BE%D1%81%D1%82%D0%BD%D0%BE%D1%81%D1%82%D1%8C). Функция проверки изменения данных (*dirty checking*) позволяет избежать ненужной записи действий в базу данных, выполняя SQL-обновление только при изменении полей персистентных объектов.

Успех библиотеки Hibernate подтолкнул [JCP](https://ru.wikipedia.org/wiki/JCP) к разработке спецификации JDO, ставшей одной из стандартных технологий ORM на платформе JavaEE. Также Hibernate совместима с JSR-220/317 и предоставляет стандартные средства JPA.

Hibernate может использоваться как в самостоятельных приложениях [Java](https://ru.wikipedia.org/wiki/Java), так и в программах [Java EE](https://ru.wikipedia.org/wiki/Java_EE), выполняемых на сервере (например, [сервлет](https://ru.wikipedia.org/wiki/%D0%A1%D0%B5%D1%80%D0%B2%D0%BB%D0%B5%D1%82) или компоненты [EJB](https://ru.wikipedia.org/wiki/EJB)). Также он может включаться как дополнительная возможность к другим языкам программирования. Например, [Adobe](https://ru.wikipedia.org/wiki/Adobe_Systems) интегрировал Hibernate в девятую версию [ColdFusion](https://ru.wikipedia.org/wiki/ColdFusion) (запускаемый на серверах с поддержкой приложений [J2EE](https://ru.wikipedia.org/wiki/J2EE)) с уровнем абстракции новых функций и синтаксиса, приложенных к [CFML](https://ru.wikipedia.org/w/index.php?title=CFML&action=edit&redlink=1).

**2.3. JXFW**

**Croc JXFW** - программная платформа Java Extendable Framework.

Платформа для разработки корпоративных автоматизированных систем Java eXtendable FrameWork (jXFW) предоставляет разработчикам полный набор инструментов для создания автоматизированных систем в соответствии с критериями заказчиков.

Платформа jXFW создана на открытых стандартах и технологиях. Это снижает риски встраивания систем в уже действующую инфраструктуру и защищает инвестиции. В основе платформы jXFW стек технологий [Java](http://www.tadviser.ru/index.php/%D0%9F%D1%80%D0%BE%D0%B4%D1%83%D0%BA%D1%82:Java).

В основе архитектуры решений на платформе jXFW действуют принципы Model-driven engineering (MDE). В центре решения модель предметной области, на основе которой автоматически генерируются ключевые сервисы приложений. С этим подходом сокращаются сроки разработки первой версии прикладного решения, обеспечивается гибкость внесения изменений.

Интеграционный модуль платформы снижает затраты на настройку подключения созданного решения к внешним системам и интеграционным шинам.

В интерфейсе пользователя использованы возможности HTML5. Клиентские приложения работают, как в браузере, так и в виде Windows-приложений или на мобильных устройствах под управлением iOS и Android.

Заложенные в архитектуру платформы принципы позволяют расширять её возможности посредством подключения дополнительных модулей. С течением времени состав базовых компонентов пополняется поддержкой других видов генераторов отчетов, СУБД и NoSql, ECM -систем и других возможностей.

**2.4. Java**

**Java** — сильно типизированный [объектно-ориентированный язык программирования](https://ru.wikipedia.org/wiki/%D0%9E%D0%B1%D1%8A%D0%B5%D0%BA%D1%82%D0%BD%D0%BE-%D0%BE%D1%80%D0%B8%D0%B5%D0%BD%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%BD%D1%8B%D0%B9_%D1%8F%D0%B7%D1%8B%D0%BA_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F), разработанный компанией [Sun Microsystems](https://ru.wikipedia.org/wiki/Sun_Microsystems) (в последующем приобретённой компанией [Oracle](https://ru.wikipedia.org/wiki/Oracle)). Приложения Java обычно [транслируются](https://ru.wikipedia.org/wiki/%D0%A2%D1%80%D0%B0%D0%BD%D1%81%D0%BB%D1%8F%D1%82%D0%BE%D1%80) в специальный [байт-код](https://ru.wikipedia.org/wiki/%D0%91%D0%B0%D0%B9%D1%82-%D0%BA%D0%BE%D0%B4), поэтому они могут работать на любой компьютерной архитектуре с помощью [виртуальной Java-машины](https://ru.wikipedia.org/wiki/Java_Virtual_Machine). Дата официального выпуска — 23 мая 1995 года. На 2019 год Java — один из самых популярных языков программирования.

Программы на Java [транслируются](https://ru.wikipedia.org/wiki/%D0%A2%D1%80%D0%B0%D0%BD%D1%81%D0%BB%D1%8F%D1%82%D0%BE%D1%80) в [байт-код Java](https://ru.wikipedia.org/wiki/%D0%91%D0%B0%D0%B9%D1%82-%D0%BA%D0%BE%D0%B4_Java), выполняемый [виртуальной машиной Java](https://ru.wikipedia.org/wiki/Java_Virtual_Machine) (JVM) — программой, обрабатывающей байтовый код и передающей инструкции оборудованию как [интерпретатор](https://ru.wikipedia.org/wiki/%D0%98%D0%BD%D1%82%D0%B5%D1%80%D0%BF%D1%80%D0%B5%D1%82%D0%B0%D1%82%D0%BE%D1%80).

[![https://upload.wikimedia.org/wikipedia/commons/thumb/5/5d/Duke_%28Java_mascot%29_waving.svg/150px-Duke_%28Java_mascot%29_waving.svg.png](data:image/png;base64,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)](https://commons.wikimedia.org/wiki/File:Duke_(Java_mascot)_waving.svg?uselang=ru)

Достоинством подобного способа выполнения программ является полная независимость байт-кода от [операционной системы](https://ru.wikipedia.org/wiki/%D0%9E%D0%BF%D0%B5%D1%80%D0%B0%D1%86%D0%B8%D0%BE%D0%BD%D0%BD%D0%B0%D1%8F_%D1%81%D0%B8%D1%81%D1%82%D0%B5%D0%BC%D0%B0) и [оборудования](https://ru.wikipedia.org/wiki/%D0%90%D0%BF%D0%BF%D0%B0%D1%80%D0%B0%D1%82%D0%BD%D0%B0%D1%8F_%D0%BF%D0%BB%D0%B0%D1%82%D1%84%D0%BE%D1%80%D0%BC%D0%B0), что позволяет выполнять Java-приложения на любом устройстве, для которого существует соответствующая виртуальная машина. Другой важной особенностью технологии Java является гибкая система безопасности, в рамках которой исполнение программы полностью контролируется виртуальной машиной. Любые операции, которые превышают установленные полномочия программы (например, попытка несанкционированного доступа к данным или соединения с другим компьютером), вызывают немедленное прерывание.

**2.6. WEBCLIENT**

**Croc WEBCLIENT** – это фреймворк, который используется в связке с JXFW для генерации клиентской части кода, взаимодействия со стороны клиента с бд и реализации графического интерфейса.

При работе с фреймворком используются языки программирования javascript и typescript, а также hbs-файлы для верстки шаблонов страниц и less-файлы для описания стилей.

**2.7 Vaadin**

**Vaadin** — [свободно распространяемый](https://ru.wikipedia.org/wiki/%D0%A1%D0%B2%D0%BE%D0%B1%D0%BE%D0%B4%D0%BD%D0%BE_%D1%80%D0%B0%D1%81%D0%BF%D1%80%D0%BE%D1%81%D1%82%D1%80%D0%B0%D0%BD%D1%8F%D0%B5%D0%BC%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%BD%D0%BE%D0%B5_%D0%BE%D0%B1%D0%B5%D1%81%D0%BF%D0%B5%D1%87%D0%B5%D0%BD%D0%B8%D0%B5) [фреймворк](https://ru.wikipedia.org/wiki/%D0%A4%D1%80%D0%B5%D0%B9%D0%BC%D0%B2%D0%BE%D1%80%D0%BA) для создания [RIA-веб-приложений](https://ru.wikipedia.org/wiki/Rich_Internet_Application), разрабатываемый одноимённой финской компанией. В отличие от [библиотек](https://ru.wikipedia.org/wiki/%D0%91%D0%B8%D0%B1%D0%BB%D0%B8%D0%BE%D1%82%D0%B5%D0%BA%D0%B0_(%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5)) на [Javascript](https://ru.wikipedia.org/wiki/Javascript) и специфических [плагинов](https://ru.wikipedia.org/wiki/%D0%9F%D0%BB%D0%B0%D0%B3%D0%B8%D0%BD) для [браузеров](https://ru.wikipedia.org/wiki/%D0%91%D1%80%D0%B0%D1%83%D0%B7%D0%B5%D1%80), Vaadin предлагает [сервер](https://ru.wikipedia.org/wiki/%D0%A1%D0%B5%D1%80%D0%B2%D0%B5%D1%80_(%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%BD%D0%BE%D0%B5_%D0%BE%D0%B1%D0%B5%D1%81%D0%BF%D0%B5%D1%87%D0%B5%D0%BD%D0%B8%D0%B5))-ориентированную [архитектуру](https://ru.wikipedia.org/wiki/%D0%90%D1%80%D1%85%D0%B8%D1%82%D0%B5%D0%BA%D1%82%D1%83%D1%80%D0%B0_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%BD%D0%BE%D0%B3%D0%BE_%D0%BE%D0%B1%D0%B5%D1%81%D0%BF%D0%B5%D1%87%D0%B5%D0%BD%D0%B8%D1%8F), базирующуюся на [Java Enterprise Edition](https://ru.wikipedia.org/wiki/J2EE). Использование JEE позволяет выполнять основную часть логики приложения на стороне сервера, тогда как технология [AJAX](https://ru.wikipedia.org/wiki/AJAX), используемая на стороне браузера, позволяет [интерактивно](https://ru.wikipedia.org/wiki/%D0%98%D0%BD%D1%82%D0%B5%D1%80%D0%B0%D0%BA%D1%82%D0%B8%D0%B2%D0%BD%D0%BE%D1%81%D1%82%D1%8C) взаимодействовать с пользователем, не отставая от аналогичных десктоп-приложений. Для отображения элементов [пользовательского интерфейса](https://ru.wikipedia.org/wiki/%D0%98%D0%BD%D1%82%D0%B5%D1%80%D1%84%D0%B5%D0%B9%D1%81_%D0%BF%D0%BE%D0%BB%D1%8C%D0%B7%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8F) и взаимодействия с [сервером на стороне клиента](https://ru.wikipedia.org/wiki/%D0%9A%D0%BB%D0%B8%D0%B5%D0%BD%D1%82-%D1%81%D0%B5%D1%80%D0%B2%D0%B5%D1%80) Vaadin использует [Google Web Toolkit](https://ru.wikipedia.org/wiki/Google_Web_Toolkit).

Использование [Java](https://ru.wikipedia.org/wiki/Java) как единственного [языка программирования](https://ru.wikipedia.org/wiki/%D0%AF%D0%B7%D1%8B%D0%BA_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%8F) при создании [веб-приложений](https://ru.wikipedia.org/wiki/%D0%92%D0%B5%D0%B1-%D0%BF%D1%80%D0%B8%D0%BB%D0%BE%D0%B6%D0%B5%D0%BD%D0%B8%D0%B5) и [веб-контента](https://ru.wikipedia.org/wiki/%D0%9A%D0%BE%D0%BD%D1%82%D0%B5%D0%BD%D1%82) — одна из наиболее значимых функций в Vaadin. [Фреймворк](https://ru.wikipedia.org/wiki/%D0%A4%D1%80%D0%B5%D0%B9%D0%BC%D0%B2%D0%BE%D1%80%D0%BA) использует [событийную модель](https://ru.wikipedia.org/wiki/%D0%A1%D0%BE%D0%B1%D1%8B%D1%82%D0%B8%D0%B9%D0%BD%D0%BE-%D0%BE%D1%80%D0%B8%D0%B5%D0%BD%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%BD%D0%BE%D0%B5_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5) и определенные элементы пользовательского интерфейса, [виджеты](https://ru.wikipedia.org/wiki/%D0%92%D0%B8%D0%B4%D0%B6%D0%B5%D1%82), что делает её очень близкой к модели разработки настольных приложений на Java с использованием [HTML](https://ru.wikipedia.org/wiki/HTML) и Javascript.

Организация [модели данных](https://ru.wikipedia.org/wiki/%D0%9C%D0%BE%D0%B4%D0%B5%D0%BB%D1%8C_%D0%B4%D0%B0%D0%BD%D0%BD%D1%8B%D1%85) и виджетов позволяет отображать в браузере большие объёмы данных без значительной загрузки [оперативной памяти](https://ru.wikipedia.org/wiki/%D0%9E%D0%97%D0%A3) и без дополнительных действий со стороны [разработчика](https://ru.wikipedia.org/wiki/%D0%A0%D0%B0%D0%B7%D1%80%D0%B0%D0%B1%D0%BE%D1%82%D1%87%D0%B8%D0%BA_%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%BD%D0%BE%D0%B3%D0%BE_%D0%BE%D0%B1%D0%B5%D1%81%D0%BF%D0%B5%D1%87%D0%B5%D0%BD%D0%B8%D1%8F). Использование [Google Web Toolkit](https://ru.wikipedia.org/wiki/Google_Web_Toolkit) для отображения страниц с результатами поиска и обработки действий пользователя (наподобие терминального клиента). Так как Google Web Toolkit функционирует только на стороне клиента, Vaadin добавляет дополнительную [валидацию](https://ru.wikipedia.org/wiki/%D0%92%D0%B0%D0%BB%D0%B8%D0%B4%D0%B0%D1%86%D0%B8%D1%8F) данных на стороне сервера: это решает проблемы безопасности, связанные с возможностью подмены данных или кода Javascript. Соответственно, при изменении и повреждении данных, поступающих от браузера, сервер, определив это, не пропускает запросы.

Расширяемость обеспечивается возможностью использования дополнительных виджетов, написанных для GWT, а также кастомизации при помощи [CSS](https://ru.wikipedia.org/wiki/CSS). Однако стандартное приложение, создаваемое на Vaadin, не требует [программирования](https://ru.wikipedia.org/wiki/%D0%9F%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5) именно на GWT и последующей компиляции GWT-компилятором, если только разработчик не добавляет в проект нестандартные виджеты.

**2.8 Camunda**

Camunda – это платформа для критически важных бизнес-процессов. Данную систему используют крупные компании во всем мире, где важна масштабируемость, надёжность, производительность. Данная платформа при использовании совместно с Java-приложениями позволяет инстанцировать, отслеживать, конфигурировать, моделировать и управлять бизнес-процессами.

**3. Практическая часть**

**3.1. Постановка задачи**

* Изучить технологии применимые при разработке современных систем корпоративного масштаба на языке Java.
* Изучить возможности различных инструментов применимых при разработке на данной платформе.
* Изучить применяемые архитектурные решения при построении крупных систем корпоративного масштаба, паттерны проектирования, возможные подходы к проектировке.

**3.2 Выполнение**

В ходе выполнения задания была разработана система c использованием всех вышеописанных технологий и подходов Code First и Domain Driven Design. Были изучены патерны проектирования, такие как Façade, DTO, Factory, Builder, Singleton и пр.

Было рассмотрено множество систем с различными подходами к разработке, был освоен подход TDD и несколько современных методологий разработки, например Agile.

Далее приведены некоторые листинги кода.

Класс пользователя описаный на языке Xtend:

package ru.croc.dgp.ugd.domain  
  
import java.util.Set  
import javax.persistence.Column  
import javax.persistence.JoinColumn  
import javax.persistence.JoinTable  
import javax.persistence.Table  
import org.hibernate.annotations.FetchMode  
import org.hibernate.annotations.Fetch  
import ru.croc.ctp.jxfw.core.domain.meta.XFWElementLabel  
import ru.croc.ctp.jxfw.core.domain.meta.persistence.XFWManyToMany  
import ru.croc.ctp.jxfw.core.domain.meta.persistence.XFWManyToOne  
import ru.croc.ctp.jxfw.core.generator.meta.XFWObject  
import ru.croc.dgp.ugd.domain.classifier.Company  
import ru.croc.dgp.ugd.domain.classifier.Department  
import ru.croc.dgp.ugd.domain.classifier.Position  
import ru.croc.dgp.ugd.domain.classifier.Rule  
import javax.persistence.FetchType  
import ru.croc.ctp.jxfw.core.domain.meta.XFWDefaultValue  
  
@XFWObject  
@XFWElementLabel("Пользователь")  
@Table(name = "user\_table")  
class User {  
  
 @XFWElementLabel("Идентификатор СУДИР")  
 @Column(nullable = false)  
 String sudirId  
  
 @XFWElementLabel("Фамилия")  
 @Column(nullable = false)  
 String lastName  
  
 @XFWElementLabel("Имя")  
 @Column(nullable = false)  
 String firstName  
  
 @XFWElementLabel("Отчество")  
 @Column(nullable = true)  
 String middleName  
  
 @XFWElementLabel("Организация")  
 @XFWManyToOne(optional = false)  
 Company company  
  
 @XFWElementLabel("Чиновник")  
 @XFWDefaultValue("false")  
 @Column(nullable = false)  
 Boolean isOfficial  
  
 @XFWElementLabel("Подразделение")  
 @XFWManyToOne(optional=true)  
 Department department  
  
 @XFWElementLabel("Должность")  
 @XFWManyToOne(optional=true)  
 Position position  
  
 @XFWElementLabel("e-mail")  
 @Column(nullable = true)  
 String email  
  
 @XFWElementLabel("Телефон")  
 @Column(nullable = true)  
 String phone  
  
 @XFWManyToMany(fetch = FetchType.EAGER)  
 @XFWElementLabel("Доступные полномочия")  
 @Fetch(FetchMode.SUBSELECT)  
 @JoinTable(  
 name = "user\_rules",  
 joinColumns = @JoinColumn(name = "user\_id", referencedColumnName = "id"),  
 inverseJoinColumns = @JoinColumn(name = "rule\_code", referencedColumnName = "code")  
 )  
 @JoinColumn(nullable = true)  
 Set<Rule> rules  
  
 @XFWElementLabel("Логин")  
 String login  
  
 @XFWElementLabel("Пароль")  
 String password  
  
 def getFullName() {  
 var str = ""  
 str += lastName;  
 if (firstName !== null) {  
 str += (" " + firstName.charAt(0) + ".")  
 }  
 if (middleName !== null) {  
 str += (" " + middleName.charAt(0) + ".")  
 }  
 return str  
 }  
  
}  
  
@XFWObject(persistence = TRANSIENT)  
public class PrincipalUser {  
  
 String login;  
  
 User user;  
  
}

Пример скрипта из клиентской части:

**import** $ = **require**("jquery");  
**import** core = **require**("core");  
**import** xconfig = **require**("xconfig");  
**import** model = **require**("app/domain/model-ext");  
**import** DataFacadeSmart = **require**("lib/interop/DataFacadeSmart");  
**import** BackendInterop = **require**("lib/interop/BackendInterop");  
**import** DataStoreFactory = **require**("lib/data/DataStoreFactory");  
**import** AppNavMenu = **require**("lib/ui/menu/AppNavMenu");  
**import** SystemMenu = **require**("lib/ui/menu/SystemMenu");  
**import** AppToolbar = **require**("lib/ui/AppToolbar");  
**import** templateApp = **require**("xhtmpl!app/ui/templates/app.hbs");  
**import** appToolbarTemplate = **require**("xhtmpl!app/ui/templates/appToolbar.hbs");  
**import** systemMenuTemplate = **require**("xhtmpl!app/ui/templates/menu/SystemMenu.hbs");  
**import** resources = **require**("i18n!app/nls/resources");  
  
**import** "app/iconProvider";  
**import** "app/default-menus";  
**import** "app/default-parts";  
**import** "app/parts";  
**import** "app/area-default";  
**import** "app/area-printing";  
**import** "app/hbs-helpers";  
  
**import** "app/ui/my\_account/objects/ObjectActionsPart"  
**import** "app/ui/my\_account/projects/ProjectActionsPart"  
**import** "app/ui/application/ApplicationParts"  
**import** "app/ui/application/AddDocumentActionsPart"  
**import** "app/ui/application/DocumentListForAppViewer"  
**import** "app/ui/application/TaskDecisionListForAppViewer"  
**import** "app/ui/application/ApplicationShortViewer"  
**import** "app/ui/application/ApplicationPrintingForm"  
**import** "app/ui/application/ApplicationSetExecutiveDepartmentPart"  
**import** "app/ui/application/ApplicationRegistration"  
**import** "app/ui/application/ApplicationSetDeputyOrAssignee"  
**import** "app/ui/application/ApplicationChecking"  
**import** "app/ui/application/ApplicationConsideration"  
**import** "app/ui/application/PerformanceIndicatorListForAppConsideration"  
**import** "app/ui/application/ApplicationPreparingDecision"  
**import** "app/ui/application/StatusOfFillingApplicationDecisionPart"  
**import** "app/ui/bestReleasedProject/BestReleasedProjectParts"  
**import** "app/ui/bestReleasedProject/BRPApplicationEditor"  
**import** "app/ui/document/DocumentParts"  
**import** "app/ui/company/CompanyParts"  
**import** "app/ui/bestReleasedProject/CapitalConstructionObjectViewer"  
**import** "app/ui/my\_account/tasks/TaskList"  
**import** "app/ui/my\_account/requests/RequestList"  
**import** "app/ui/my\_account/objects/CCOList"  
**import** "app/ui/my\_account/projects/ProjectList"  
**import** "app/ui/my\_account/MyAccountPart"  
**import** {myActionsPart} **from** "./ui/myActionsMenuPart";  
//import "app/ui/main\_area/main\_area"  
  
**import** "modules/security/module-security"  
**import** "modules/files/module-files"  
**import** "lib/ui/slick/SlickInlineEditAddon"  
  
**import** lang = core.lang;  
**import** Area = core.composition.Area;  
**import** {PrincipalUser, User} **from** "./domain/model";  
  
**if** (!xconfig) {  
 **let** err = "No xconfig global object found. Unable to proceed.";  
 alert(err);  
 **throw new** Error(err);  
}  
  
**class** Application **extends** core.Application {  
 appToolbar: AppToolbar;  
 sysMenu: SystemMenu;  
 navMenu: core.ui.AppNavMenu;  
 model: **typeof** model;  
  
 **constructor**() {  
 **super**(xconfig, {template: templateApp});  
 **this**.model = model;  
 }  
  
 createDataFacade() {  
 **return** DataStoreFactory  
 .create(xconfig.appName, /\*db version:\*/ 1, model.meta)  
 .then(**function** (store) {  
 **return new** DataFacadeSmart(  
 **new** BackendInterop(xconfig),  
 **null**, // eventPublisher, Application will initialize it while running  
 store,  
 {  
 // *TODO: cacheManager: new CacheManager()* }  
 );  
 });  
 }  
  
 preinitialize() {  
 **let** that = **this**;  
  
 // зарегаю сейчас, потому что он нужен в шапке, а до этого момента парты не регались  
 **this**.registerPart("MyActions", myActionsPart);  
  
 that.appToolbar = **new** AppToolbar(that, {  
 template: appToolbarTemplate,  
 authMenu: **false**,  
 langMenu: **false**,  
 onlineBeacon: **false** //affix: false  
 });  
 that.sysMenu.setTemplate(systemMenuTemplate);  
 }  
  
 initialize() {  
 **let** that = **this**;  
  
 that.eventPublisher.subscribe("security.login", **function** (args) {  
 **let** uow = that.createUnitOfWork();  
 uow.getCurrentUser().then(**function**(principalUser) {  
 uow.load(User, principalUser.id, {preloads: ["rules", "company"]}).done(**function**(args){  
 that["currentUser"] = args;  
 });  
 });  
 });  
  
 $('.logout').click(  
 **function**(){  
 that.dataFacade.logout()  
 .then(  
 **function**(){  
 that.areaManager.getActiveArea().activateState("");  
 /\*that.dataFacade.login()  
 .then(  
 function(){  
 that.areaManager.getActiveArea().activateState("");  
 }  
 );\*/  
 });  
 }  
 );  
  
 // top navigation menu (switching areas):  
 // NOTE: AppNavToolbar cannot be created in preinitialize and rendered in template as it depends on AreaManager which is initialized after template rendered  
 //that.navMenu = new AppNavMenu(that.areaManager);  
 //that.appToolbar.appNavMenu(that.navMenu);  
 }  
}  
  
**export** = Application;

Пример Hbs-шаблона:

<form onsubmit="**return false**">  
 <div class="gray-container custom-pe">  
 {{#**with viewModel**}}  
 <div style="display: flex; flex-direction: row;">  
 <div style="flex: 1 1 100%;">  
 <div class="container">  
 <div class="row">  
 <div class="{{**get-col-class** 12}}">  
 <span class="main-region\_\_title">Заявка на участие в ежегодном конкурсе</br>«Лучший реализованный проект в области строительства»</span>  
 </div>  
 </div>  
 <div class="row">  
 <div class="{{**get-col-class** 12}}">  
 <span class="step-title">Шаг 2. Данные организации, представившей проект на конкурс</span>  
 <div class="tile">  
 <div class="row">  
 <div class="{{**get-col-class** 8}}">  
 <div class="blue-title" style="margin-top: 0;">Общие данные</div>  
  
 {{!-- наименование, адрес организации --}}  
 <div class="row margin-top-16px">  
 <div class="{{**get-col-class** 6}}">  
 <span class="prop\_\_label\_\_bold">Наименование</span>  
 {{#**if representative**}}  
 <div class="prop\_\_value">{{**representative**.**company**.**name**}}</div>  
 {{**else**}}  
 <div class="prop\_\_value empty">Нет данных</div>  
 {{/**if**}}  
 </div>  
 <div class="{{**get-col-class** 6}}">  
 <span class="prop\_\_label\_\_bold">Адрес организации</span>  
 {{#**if representative**}}  
 <div class="prop\_\_value">не знаю что тут</div>  
 {{**else**}}  
 <div class="prop\_\_value empty">Нет данных</div>  
 {{/**if**}}  
 </div>  
 </div>  
 <div class="blue-title" style="margin-top: 0;"></div>  
  
 {{!-- контактный тел организации, контактное лицо --}}  
 <div class="row margin-top-16px">  
 <div class="{{**get-col-class** 6}}">  
 <span class="prop\_\_label\_\_bold">Контактный телефон организации</span>  
 <div class="row">  
 {{#**if companyContactNumber**}}  
 <div class="{{**get-col-class** 11}}">  
 <div id="{{**push-id**}}" >{{**pe name**="companyContactNumber" **target**=":pop-id"}}</div>  
 </div>  
 <div class="{{**get-col-class** 1}}">  
 {{**info-for-prefilled-pe**}}  
 </div>  
 {{**else**}}  
 <div class="{{**get-col-class** 12}}">  
 <div id="{{**push-id**}}" >{{**pe name**="companyContactNumber" **target**=":pop-id"}}</div>  
 </div>  
 {{/**if**}}  
 </div>  
 </div>  
 <div class="{{**get-col-class** 6}}">  
 <span class="prop\_\_label\_\_bold">Контактное лицо по вопросам участия в конкурсе:</span>  
 <div class="row">  
 {{#**if contactPerson**}}  
 <div class="{{**get-col-class** 11}}">  
 <div id="{{**push-id**}}" >{{**pe name**="contactPerson" **target**=":pop-id" }}</div>  
 </div>  
 <div class="{{**get-col-class** 1}}">  
 {{**info-for-prefilled-pe**}}  
 </div>  
 {{**else**}}  
 <div class="{{**get-col-class** 12}}">  
 <div id="{{**push-id**}}" >{{**pe name**="contactPerson" **target**=":pop-id"}}</div>  
 </div>  
 {{/**if**}}  
 </div>  
 </div>  
 </div>  
  
 {{!-- тел контактного лица, email контактного лица --}}  
 <div class="row margin-top-16px" >  
 <div class="{{**get-col-class** 6}}">  
 <span class="prop\_\_label\_\_bold">Телефон контактного лица</span>  
 <div class="row">  
 {{#**if contactPersonNumber**}}  
 <div class="{{**get-col-class** 11}}">  
 <div id="{{**push-id**}}" >{{**pe name**="contactPersonNumber" **target**=":pop-id"}}</div>  
 </div>  
 <div class="{{**get-col-class** 1}}">  
 {{**info-for-prefilled-pe**}}  
 </div>  
 {{**else**}}  
 <div class="{{**get-col-class** 12}}">  
 <div id="{{**push-id**}}" >{{**pe name**="contactPersonNumber" **target**=":pop-id"}}</div>  
 </div>  
 {{/**if**}}  
 </div>  
 </div>  
 <div class="{{**get-col-class** 6}}">  
 <span class="prop\_\_label\_\_bold">Email контактного лица</span>  
 <div class="row">  
 {{#**if contactPersonEmail**}}  
 <div class="{{**get-col-class** 11}}">  
 <div id="{{**push-id**}}" >{{**pe name**="contactPersonEmail" **target**=":pop-id"}}</div>  
 </div>  
 <div class="{{**get-col-class** 1}}">  
 {{**info-for-prefilled-pe**}}  
 </div>  
 {{**else**}}  
 <div class="{{**get-col-class** 12}}">  
 <div id="{{**push-id**}}" >{{**pe name**="contactPersonEmail" **target**=":pop-id"}}</div>  
 </div>  
 {{/**if**}}  
 </div>  
 </div>  
 </div>  
  
 <div class="blue-title margin-top-32px" >Форма участия организации (физического лица) в проекте, выдвигаемом на конкурс:</div>  
 {{#**with representative**}}  
 <div class="brpcontainer">  
 <div class="container1">  
 <h3>Наименовании организации</h3>  
 {{#**with this**.**company**}}  
 <p>{{**this**.**name**}}</p>  
 {{/**with**}}  
 </div>  
 <div class="container2">  
 <h3>Форма участия</h3>  
 {{#**with this**.**role**}}  
 <p>{{**this**.**name**}}</p>  
 {{/**with**}}  
 </div>  
 </div>  
 {{/**with**}}  
  
 <div class="blue-title margin-top-32px" >Другие участники проекта</div>  
 <div class="row">  
 <div class="{{**get-col-class** 12}}">  
 {{**render ..**/**this**.**editor**.**options**.**constructionParticipantList**}}  
 </div>  
 </div>  
 </div>  
 </div>  
 </div>  
 <div>  
 <button class="white-button margin-top-24px" {{**command-bind ..**/**this**.**editor**.**options**.**commands**.**toStep editor**=**..**/**this**.**editor stepNumber**="1"}} >  
 <span class="white-button\_\_text" >Назад</span>  
 </button>  
 <button class="blue-button margin-top-24px" {{**command-bind ..**/**this**.**editor**.**options**.**commands**.**toStep3 editor**=**..**/**this**.**editor** }} >  
 <span class="blue-button\_\_text" >ДАЛЕЕ</span>  
 </button>  
 <button class="colorless-button margin-top-24px" {{**command-bind ..**/**this**.**editor**.**commands**.**save editor**=**..**/**this**.**editor**}} >  
 <span class="colorless-button\_\_text" >Сохранить</span>  
 </button>  
 </div>  
 </div>  
 </div>  
 </div>  
 </div>  
 <div style="flex: 0 0 325px; margin-left: 32px;"></div>  
 </div>  
 {{/**with**}}  
 </div>  
</form>

Пример СSS-файла:

@import "fonts.less";  
@import "../../../../node\_modules/@croc/webclient/dist/lib/ui/styles/.variables.less";  
@import "../../../../node\_modules/@croc/webclient/dist/lib/ui/styles/.mixins.less";  
@import ".variables-override.less";  
  
html, body {  
 margin: 0;  
 padding: 0;  
 height: 100%;  
 background-color: @color-tone;  
}  
  
body {  
 font-family: @font-family, 'PT Sans', sans-serif;  
}  
  
.x-areas-container {  
 padding: 0 **!important**;  
 .x-area {  
 background-color: @color-content;  
 .x-region {  
 padding: 0 **!important**;  
 }  
 }  
}  
  
.clearfloat {  
 clear: both;  
}  
  
.\_textAlign\_center {  
 text-align: center;  
}  
  
.footer-stub {  
 height: 50px;  
}  
  
@headerHeight: 80px;  
@pageMinWidth: 1768px;  
  
.header {  
 @logoWidth: 248px;  
 @userInfoWidth: 350px;  
 display: flex;  
 flex-wrap: wrap;  
 width: 100%;  
 min-width: @pageMinWidth;  
 height: @headerHeight;  
 background-color: #ffffff;  
 &\_\_logo,  
 &\_\_user-info {  
 height: @headerHeight;  
 }  
 &\_\_search,  
 &\_\_calendar,  
 &\_\_my-events {  
 height: @headerHeight - 32px;  
 }  
 &\_\_logo {  
 display: flex;  
 justify-content: flex-start;  
 align-items: center;  
 flex: 0 0 @logoWidth;  
 max-width: @logoWidth;  
 padding: 0 20px 0;  
 }  
 &\_\_center {  
 display: flex;  
 flex-wrap: nowrap;  
 min-width: 1168px;  
 width: calc(100% - 248px - 350px);  
 padding: 16px 40px 16px 24px;  
 }  
 &\_\_search {  
 flex: 0 0 45%;  
 max-width: 45%;  
 }  
 &\_\_calendar {  
 margin-left: auto;  
 flex: 0 0 15%;  
 max-width: 15%;  
 }  
 &\_\_my-events {  
 flex: 0 0 15%;  
 max-width: 15%;  
 }  
 &\_\_user-info {  
 flex: 0 0 @userInfoWidth;  
 max-width: @userInfoWidth;  
 padding: 16px 28px 16px 23px;  
 }  
}  
  
.header-logo {  
 display: block;  
}  
  
.header-search {  
 &\_\_input {  
 display: block;  
 width: 100%;  
 height: 48px;  
 border-radius: 24px;  
 background-color: #f1f3f6;  
 border: none;  
 padding: 0 24px 0;  
 outline: none;  
 appearance: text-field;  
 &::-webkit-input { // Стили placeholder  
 font-size: 14px;  
 line-height: 16px;  
 color: rgba(#7f8ba5, .73);  
 }  
 &::-moz { // Стили placeholder  
 font-size: 14px;  
 line-height: 16px;  
 color: rgba(#7f8ba5, .73);  
 }  
 &:-moz { // Стили placeholder  
 font-size: 14px;  
 line-height: 16px;  
 color: rgba(#7f8ba5, .73);  
 }  
 &:-ms-input { // Стили placeholder  
 font-size: 14px;  
 line-height: 16px;  
 color: rgba(#7f8ba5, .73);  
 }  
 &::-ms-clear { // Скрытие крестика  
 display: none;  
 width : 0;  
 height: 0;  
 }  
 &::-ms-reveal { // Скрытие крестика  
 display: none;  
 width : 0;  
 height: 0;  
 }  
 &::-webkit-search-decoration,  
 &::-webkit-search-cancel-button,  
 &::-webkit-search-results-button,  
 &::-webkit-search-results-decoration { // Скрытие крестика  
 display: none;  
 }  
 }  
}  
  
.header-user-info {  
 display: flex;  
 justify-content: space-between;  
 border-left: 1px solid #dae2f3;  
 border-bottom: 1px solid #dae2f3;  
 &\_\_dropdown {  
 display: flex;  
 align-items: center;  
 cursor: pointer;  
 }  
 &\_\_photo {  
 width: 48px;  
 height: 48px;  
 img {  
 display: block;  
 width: 100%;  
 height: 100%;  
 object-fit: cover;  
 object-position: 50% 50%;  
 }  
 }  
 &\_\_button {  
 margin-left: -10px;  
 }  
 &\_\_notify {  
 position: relative;  
 > .x-popupview {  
 right: 0;  
 }  
 }  
}  
  
.header-notify {  
 display: flex;  
 justify-content: center;  
 align-items: center;  
 width: 48px;  
 height: 48px;  
 padding: 0;  
 background-color: rgba(#6e93e0, .15);  
 border: none;  
 border-radius: 50%;  
 outline: none;  
 cursor: pointer;  
 img, svg {  
 width: 24px;  
 height: 24px;  
 }  
}  
  
/\* Большие кнопки \*/  
.btn-bpm {  
 position: relative;  
 display: inline-block;  
 height: 48px;  
 padding-right: 22px;  
 padding-left: 22px;  
 background-color: transparent;  
 border: none;  
 border-radius: 24px;  
 outline: none **!important**;  
 cursor: pointer;  
 text-align: center;  
 white-space: nowrap;  
 img, svg {  
 position: absolute;  
 top: 50%;  
 transform: translateY(-50%);  
 }  
 span {  
 font-family: 'Roboto';  
 font-size: 14px;  
 font-weight: 700;  
 line-height: 44px;  
 color: #667278;  
 }  
 &\_border {  
 border-width: 2px;  
 border-style: solid;  
 border-color: #667278;  
 span {  
 line-height: 44px;  
 }  
 }  
 &\_color {  
 &\_blue {  
 &.btn-bpm\_border {  
 border-color: #6e93e0;  
 }  
 span {  
 color: #6e93e0;  
 }  
 }  
 }  
 &\_icon {  
 &\_left {  
 padding-left: 51px;  
 img, svg {  
 left: 18px;  
 }  
 }  
 &\_right {  
 padding-right: 51px;  
 img, svg {  
 right: 18px;  
 }  
 }  
 }  
}  
  
.menu-region {  
 width: @menu-region-width;  
}  
  
// цвета текста  
.blue-text {  
 color: @blue-text;  
}  
.dark-mint-text {  
 color: @dark-mint  
}  
  
.inline-block {  
 display: inline-block;  
}  
  
// стили чекбоксов  
input[type='checkbox']{  
 margin: 0;  
 &:checked{  
 &:before {  
 content: url(../../../content/img/checkbox-checked.svg);  
 }  
 }  
}  
  
[data-tooltip-text] {  
 &.tooltip-for-prefilled-pe {  
 &::before {  
 width: 270px;  
 }  
 }  
 position: relative;  
 &::before {  
 content: attr(data-tooltip-text);  
 display: none;  
 position: absolute;  
 bottom: calc(100% + 12px);  
 left: 50%;  
 transform: translateX(-50%);  
 padding: 16px;  
 background-color: #ffffff;  
 border-radius: 8px;  
 box-shadow: 0 25px 50px 0 rgba(0, 38, 116, 0.2);  
 max-width: 270px;  
 width: 100%;  
 font-size: 14px;  
 font-weight: 400;  
 line-height: 16px;  
 color: #525f66;  
 z-index: 9;  
 }  
 &::after {  
 content: '';  
 display: none;  
 width: 0;  
 height: 0;  
 position: absolute;  
 bottom: 100%;  
 left: 50%;  
 transform: translateX(-50%);  
 border: 12px solid #fff;  
 border-left-color: transparent;  
 border-right-color: transparent;  
 border-bottom: none;  
 z-index: 9;  
 }  
 &:hover {  
 &::before {  
 display: block;  
 }  
 &::after {  
 display: block;  
 }  
 }  
}  
  
// стили ссылки сброса фильтров списков  
.reset-filter {  
 cursor: pointer;  
 text-decoration: underline;  
 font-size: 13px;  
 margin-top: -47px;  
 margin-right: 86px;  
 float: right;  
}  
  
// заголовок контента главного региона  
.main-region {  
 &\_\_title {  
 font-size: 28px;  
 font-weight: bold;  
 color: #58647b;  
 margin-bottom: 34px;  
 margin-top: 6px;  
 display: inline-block;  
 }  
 &\_\_section-title{  
 font-size: 20px;  
 font-weight: bold;  
 color: #58647b;  
 margin-bottom: 34px;  
 margin-top: 6px;  
 display: inline-block;  
 }  
}  
  
.x-editor-page {  
 padding: 0 **!important**;  
 form {  
 padding: 0 **!important**;  
 }  
}  
  
.tile {  
 border-radius: 8px;  
 background-color: white;  
 box-shadow: 0 25px 50px -25px rgba(0, 38, 116, 0.28);  
 padding: 24px 24px;  
}  
  
.blue-button, button[name='yes'] {  
 border-radius: 8px **!important**;  
 background-color: @soft-blue **!important**;  
 color: @white **!important**;  
 border: 0 **!important**;  
 margin-right: 32px;  
 padding: 13px 24px **!important**;  
 &:hover {  
 background-color: #78a2f5 **!important**;  
 }  
 &\_\_text, span {  
 display: block;  
 }  
}  
  
.white-button {  
 border-radius: 8px **!important**;  
 background-color: @white **!important**;  
 color: @gunmetal **!important**;  
 border: 1px solid @cloudy-blue **!important**;  
 margin-right: 32px;  
 padding: 8px 16px **!important**;  
 &:hover {  
 color: @soft-blue **!important**;  
 border: 1px solid #78a2f5 **!important**;  
 box-shadow: 0 2px 4px 0 rgba(110, 147, 224, 0.4);  
 }  
 &\_\_text, span {  
 display: block;  
 }  
}  
  
.colorless-button, button[name='no'] {  
 border-radius: 8px **!important**;  
 background-color: transparent **!important**;  
 border: 0 **!important**;  
 color: @gunmetal **!important**;  
 margin-right: 32px;  
 padding: 8px 16px **!important**;  
 &:hover {  
 }  
 &\_\_text, span {  
 display: block;  
 }  
}  
  
// в форме подачи заявления, подготовки решения об утв ПД, подачи заявки ЛРП скрою вкладки  
.application-editor, .application-preparing-decision, .BRP-application-editor {  
 .x-editor-tabs {  
 display: none;  
 }  
}  
  
// стили модальных диалоговых окон  
.modal {  
 display: table;  
 height: 100%;  
 width: 100%;  
 .modal-dialog {  
 display: table-cell;  
 vertical-align: middle;  
 min-width: 560px;  
 .modal-content {  
 margin: 0 auto;  
 height: inherit;  
 width: inherit;  
 border-radius: 8px;  
 .modal-header {  
 display: none; // пока без заголовков  
 background-color: white;  
 border-bottom: 0;  
 border-radius: 8px;  
 padding: 32px 32px 0 32px;  
 .modal-btn-close {  
 display: none;  
 }  
 h4 {  
 font-size: 20px;  
 font-weight: bold;  
 }  
 }  
 .modal-body {  
 padding: 32px 32px 16px 32px **!important**; //16px 32px 16px 32px !important; // пока без заголовков  
 }  
 .modal-footer {  
 background-color: white **!important**;  
 border-top: 0 **!important**;  
 padding: 16px 32px 32px 32px;  
 border-radius: 8px;  
 }  
 .pull-right {  
 float: left **!important**;  
 }  
 .x-menu-item-default {  
 font-weight: normal **!important**;  
 }  
 .blue-button, button[name='yes'] {  
 padding: 10px 16px **!important**;  
 }  
 }  
 }  
}  
  
.disabled{  
 a {  
 opacity: 0.65;  
 }  
}  
  
.menu-actions {  
 &\_\_ico {  
 content: url(../../../content/img/more.svg);  
 &:hover {  
 content: url(../../../content/img/more-blue.svg);  
 }  
 }  
 &\_\_action-item {  
 height: 40px;  
 padding: 10px 0;  
 }  
 &\_\_svg {  
 margin-right: 16px;  
 }  
 .dropdown-menu {  
 border-radius: 8px;  
 a {  
 color: @gunmetal **!important**;  
 &:hover {  
 background-color: @pale-grey-two **!important**;  
 }  
 }  
 }  
}  
  
// стили для свойств объектов  
.prop {  
 &\_\_label {  
 &\_\_bold {  
 font-weight: bold;  
 }  
 font-size: 13px;  
 font-weight: bold;  
 color: @blue-grey;  
 margin-top: 24px;  
 &\_\_no-margin-top {  
 margin-top: 0;  
 }  
 &\_\_gun-metal-15px {  
 color: @gunmetal;  
 font-size: 15px;  
 }  
 }  
 &\_\_value {  
 .x-pe-viewonly {  
 font-style: normal **!important**;  
 }  
 &.empty {  
 color: @light-grey-blue;  
 }  
 .x-pe{  
 padding: 0 **!important**;  
 }  
 line-height: 2em;  
 padding: 0 **!important**;  
 font-size: 14px;  
 font-style: normal **!important**;  
 color: @gunmetal;  
 }  
}  
  
.step-title {  
 font-size: 20px;  
 font-weight: bold;  
 color: @slate;  
 margin: 16px 0 24px 0;  
 display: block;  
}  
  
.blue-title {  
 font-size: 18px;  
 font-weight: bold;  
 margin-top: 40px;  
 color: @soft-blue;  
 padding: 7px 0;  
 border-bottom: 1px solid @light-blue-grey;  
}  
  
.applicant\_\_avatar {  
  
}  
  
.applicant\_\_fio-container {  
 vertical-align: top;  
 width: calc(100% - 56px);  
}  
  
.applicant\_\_fio-value {  
 margin-left: 8px;  
 font-size: 16px;  
 font-weight: bold;color: @slate;  
 div {  
 font-style: normal **!important**;  
 margin-top: 2px;  
 }  
}  
  
.blue-gray-color {  
 color: @blue-grey **!important**;  
}  
  
.margin-left-8 {  
 margin-left: 8px;  
}  
  
// все ссылки  
a {  
 color: @soft-blue;  
 &:hover {  
 text-decoration: underline;  
 color: @soft-blue;  
 cursor: pointer;  
 }  
}  
  
// заголовок для правой плитки в процессинге заявлений  
.app-title-right-block {  
 font-size: 20px;  
 font-weight: bold;  
 color: @soft-blue;  
}  
  
  
// стили для списков с опцией "показать все"  
.collapsing-list{  
 &.collapse {  
 overflow: hidden;  
 }  
 &.collapse{  
 &:not(.in) {  
 display: block;  
 height: auto **!important**;  
 max-height: 1251px **!important**;  
 }  
 &.in {  
 overflow: visible;  
 }  
 }  
 &.collapsing {  
 min-height: 1251px;  
 }  
}  
  
a[data-toggle="collapse"] {  
 text-decoration: underline;  
 text-decoration-style: dotted;  
 display: block;  
 padding: 10px 0 10px 32px;  
 background-color: white;  
 border-radius: 0 0 8px 8px;  
 margin-top: -4px;  
 &.collapsed:after {  
 content: 'Развернуть';  
 }  
 &:not(collapsed):after {  
 content: 'Свернуть';  
 }  
}  
  
.gray-container {  
 .x-list {// список на основе slick-grid плохо работает с flex, поэтому задам ширину явно  
 width: calc(100vw - 598px - 90px);  
 }  
 .low-width-list {  
 width: calc(100% - 340px);  
 .x-list {// список на основе slick-grid плохо работает с flex, поэтому задам ширину явно  
 width: calc(100vw - 600px - 90px - 340px); // список с доп местом справа  
 }  
 }  
}  
  
.complex-project-category {  
 font-size: 13px;  
 font-weight: normal;  
 font-style: normal;  
 font-stretch: normal;  
 line-height: 1.23;  
 letter-spacing: normal;  
 color: @blue-grey  
}  
  
.complex-project-finance-source {  
 font-size: 14px;  
 font-weight: 600;  
 line-height: 2;  
 color: @gunmetal  
}  
  
// класс ячейки списка, контент внутри которой по середине  
.flex-cell {  
 display: flex;  
 flex-direction: column;  
 justify-content: center;  
 width: 100%;  
 height: 100%;  
 &\_\_a{  
 white-space: nowrap;  
 text-overflow: ellipsis;  
 overflow-x: hidden;  
 display: block;  
 }  
 &\_\_div {  
 white-space: nowrap;  
 text-overflow: ellipsis;  
 overflow-x: hidden;  
 }  
}  
  
// стили для блока контекстного меню объекта списка  
.actions {  
 .menu-actions {  
 position: absolute;  
 top: 5px;  
 right: 20px;  
 ul {  
 position: relative **!important**;  
 }  
 }  
}  
  
.margin-top-32px {  
 margin-top: 32px;  
}  
  
.margin-top-24px {  
 margin-top: 24px;  
}  
  
.margin-top-16px {  
 margin-top: 16px;  
}  
  
// горизонтальная серая линия  
.horizontal-gray-1px-line {  
 border-top: 1px solid @light-blue-grey;  
}  
  
// подсказка в контролле массовой загрузки файлов  
.multibinary-info {  
 width: 14px;  
 height: 14px;  
 background-color: @light-blue-grey;  
 border-radius: 50%;  
 float: right;  
 &\_\_content {  
 margin-top: -2px;  
 &::before {  
 width: 270px;  
 }  
 }  
}  
  
// класс для row что внутри него все колонки были одной высоты  
.equal{  
 display: -webkit-box;  
 display: -moz-box;  
 display: -ms-flexbox;  
 display: -webkit-flex;  
 display: flex;  
 flex:1 0 auto;  
 div[class\*='col-'] {  
 display: -webkit-box;  
 display: -moz-box;  
 display: -ms-flexbox;  
 display: -webkit-flex;  
 display: flex;  
 }  
}  
  
.hidden {  
 display: none;  
}

**4. Заключение**

В ходе прохождения практики были рассмотрены современные подходы в разработке больших систем. Изучены вышеописанные технологии.

**5. Список литературы**

1.Сайт КРОК <https://www.croc.ru>

2. Документация Spring <https://spring.io>

3. Документация JXFW, WEBCLIENT хранится на внутренних конфиденциальных ресурсах.

4. Документация Vaadin <https://vaadin.com/framework>

5. Документация Hybernate <http://hibernate.org>